**COMP3331 Report Jackie Wang z5166105**

DESIGN CHOICES

**How It Works**The program works first by having the client log into the server. Once the client has successfully logged in, the client program spawns a new thread which reads in input from the command line. Once the client has entered in a supported command (listed in the requirements), the client program sends a package containing the command and the necessary information to the server. The server then processes the command and sends a package back to the user which prints out the package contents to the command line or requests the user to complete additional actions.

Peer to peer connections work in the client program through a ServerSocket listening to any incoming connections. A client initiates a peer to peer connection after the Server returns the respective port number and IP Address of the peer the client wants to connect to. Once the client establishes a socket connection, a new thread is created to listen to any commands on the private socket.

**Code Reusability & Minimising Computation**One of the major design principles I tried to follow during my code was to have reusable packet headers and functions. For example, instead of having separate headers for displaying messages to users e.g. broadcast, private and message I used a standard packet header (“msg/user”) to capture that functionality. In addition to this, I tried to minimise the use of computer resources by only creating threads when needed, rather than having them open all the time. For example, I only created a thread to listen to user input once they have successfully logged in. Furthermore, for clients, rather than having a thread that continuously loops for incoming peer to peer connections, the client program only accepts incoming connections once it receives confirmation from the server.

IMPROVEMENTS/TRADEOFFS

**ServerSocket Address**Currently when I’m storing each clients’ ServerSocket IP address, I am returning the localhost / loopback address 127.0.0.1 using the code in the line below: ![](data:image/png;base64,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)  
I believe that this method could be improved by using the proper way to get the ServerSocket address through the getLocalInetAddress() function.

However, I could not do so in this case because I have instantiated ServerSockets using only the port number as a parameter, whereby this method returns 0.0.0.0 as the sockets IP. As this IP listens to all IPv4 addresses on your computer, you cannot establish a specific socket connection using 0.0.0.0 as the address parameter.

The way I could improve this design is by giving an IP address as an additional parameter when I start my client program and use this address to instantiate the Client’s ServerSocket.

**Logging out on Client Side**As in the requirements, the client terminal must be terminated when the client failed to login 3 times, logged out or timed out. I was unsure of how to do this but after reading this article (<https://www.baeldung.com/java-thread-stop>), I decided to stop my threads through interruptions and exceptions rather than deliberately setting a flag in my program. I have two different types of threads within my program, a thread for listening to client commands and threads to listen to each peer to peer connection.

For my client command thread, I stop the thread through an interruption. However, because the *‘for’* loop is checking for when an interruption is received by the thread, it does not immediately close and requires the user to press the enterkey (write to STDIN) an additional time before the program is terminated.

For the threads that listen to peer connections, I close the thread by closing the socket connection. As this raises an EOFException, I catch this exception and then ask the thread to return. I believe that I could of improved this by using a thread interrupt again as currently I would not know whether the connection was deliberately closed or closed through an error.

Nested IF ELSE Statements & Blocking STDOUT   
I currently make use of multiple nested IF ELSE statements as I wanted to reduce computation and reduce duplicated code. However, it has made the code less legible. In addition to this, another possible improvement I could’ve made was locking the client program from printing to STDOUT as a user is typing in a command to STDIN.

APPLICATION LAYER PROTOCOL

For the application layer protocol, I tried to replicate HTTP and created an object that I could easily transfer between my clients to server and peer to peer. I named this object *‘TCPackage’.* It implements the ‘*Serializable’* interface and as such it can be transferred between clients or server through an ‘*ObjectOutputStream’.* The *‘TCPackage’* class contains 5 different fields including:

**Content** – the message that is sent between clients or between the client and server e.g. messages between clients or error messages sent by the server. This field is ALWAYS printed out to the terminal by the client program.

**User** – stores the username of the person you want to message/interact with. Only prior to login, this field is used to store your own username

**IPAddress & Port** – Used to store the InetAddress and port number for private messaging / P2P connection.

**Header –** Below is the table of headers that the respective client or server would expect to receive and parse.

## **CLIENT**

|  |  |  |
| --- | --- | --- |
| **Header** | **Description** | **Action** |
| Login/pass | User has successfully logged in | Spawns a thread that reads STDIN and sends data to the server |
| Login/fail/retry | Correct username but wrong password was entered | User is prompted to re-enter their password |
| Login/fail/user | Username does not exist in “credentials.txt” | User is prompted to re-enter their username and password |
| Logout/user | User has either logged out, timed out or been blocked by the server for failed password entries | All threads and socket connections to the user is closed. Program is terminated |
| Msg/user | Default heading for all standard messages between client & server | Do nothing (as package content is already printed out) |
| Private/connect | User accepts any incoming socket connections for peer to peer messaging | ServerSocket accepts connection. Spawns a new thread that listens for messages on that connection |
| Private/start | User starts connection with peer | Server returns packet with IP and port number of peer. Client creates a new socket with those parameters |
| Private/close | ‘X’ Peer you have privately connected to has closed their side of the connection | Removes ‘X’ peer from respective listings stored in HashMaps. |

## SERVER

|  |  |  |
| --- | --- | --- |
| **Header** | **Description** | **Action** |
| User/authenticate | User wants to login | Checks username and password to ensure user exists and password is correct |
| User/broadcast | User wants to broadcast a message | Goes through list of all logged in users and sends them the user’s message |
| User/msg | User wants to send a message to another user | Finds output stream of other user and sends them the message if not blocked |
| User/whoelse | User wants to see who else is logged on | Sends list of all logged in users (excluding current user) back to the user |
| User/whoselsesince | User wants to see who else is logged on within the last ‘X’ seconds | Sends list of all logged in users within last ‘X’ seconds (excluding current user) back to user |
| User/block | User wants to block ‘X’ user | Adds user to ‘X’ users list of users that have blocked him/her |
| User/unblock | User wants to unblock ‘X’ user | Removes user from ‘X’ users list of users that have blocked him/her |
| User/logout | User wants to logout | Removes user from list of users logged in and updates other respective lists. Sends request to user to close connection |
| User/startprivate | User wants to start a private connection with ‘X’ user | Finds port number and IP address of ‘X’ user’s ServerSocket. Sends these parameters back to the User. Then sends a packet to ‘X’ user to accept the incoming connection |